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# Introduction

The objective of this report is to present the main points aborted in the course of complement on Unsupervised Learning.

In the following exercise we achieved at first to simulate third Datasets based on different simulations rules. In second place we apply on this third datasets The **Agnes**, the **hclust**, the **K-modes**, the **K-median**, the **DBSCAN** and the **CUBT** which are different clustering methods.

Then in order to see the clustering power and also for compare this different methods between them we compute the miss-classification and the miss-prediction error.

And finally considering the different cases (number of observations, number of variables) we will try to figure out the best model.

# Clustering methods and Data Simulation

In this part we are going to present briefly the different clustering methods that we used and present the datasets that we simulated.

## Clustering methods

Clustering is define like the task of grouping a set of objects in such a way that objects in the same cluster are more similar to each other than to those in other clusters. There are many different approaches which are used for make clustering. So there we are going to present the principal ones and the methods based on this approaches that we used.

### Hierarchical clustering

Is based on the core idea of objects being more related to nearby objects than to objects farther away. These algorithms connect "objects" to form "clusters" based on their distance.[[1]](#footnote-1)

* **Agnes**: The agnes-algorithm constructs a hierarchy of clusterings. At first, each observation is a small cluster by itself. Clusters are merged until only one large cluster remains which contains all the observations. At each stage the two nearest clusters are combined to form one larger cluster.[[2]](#footnote-2)
* **Hclust:** This function performs a hierarchical cluster analysis using a set of dissimilarities for the n objects being clustered. Initially, each object is assigned to its own cluster and then the algorithm proceeds iteratively, at each stage joining the two most similar clusters, continuing until there is just a single cluster.

### Centroid-based clustering (K-means

In centroid-based clustering, clusters are represented by a central vector. When the number of clusters is fixed to k, k-means clustering gives a formal definition as an optimization problem: find the k cluster centers and assign the objects to the nearest cluster center, such that the squared distances from the cluster are minimized.

* **K-mode** is a variant of k-means in the case of the input variables are categorical.
* **K-median** is also a variant of k-means in the case of the input variables are ordinal.

### Density-based clustering

In density-based clustering, clusters are defined as areas of higher density than the remainder of the data set. Objects in these sparse areas are usually considered to be noise and border points.

These group of methods try to combine the advantages of the both previous methods.

* **DBSCAN:** in this method the number of cluster is automatically determined by the algorithm. Points in low-density regions are considered like noise and are omitted, it is the reason why DBSCAN does not produce a complete clustering.

### CUBT

Is a top-down hierarchical clustering method that consists of three stages: Growing stage, Pruning stage and Joining stage.

## Data Simulation

In order to apply the different methods presented above we generated three datasets based on three different simulation rules.

### Linear Combination Clustering

Three clusters are defined, each characterized by a high frequency of one different level.

### A tree model

Four clusters are defined by using Tree structure.

### Another tree model

Four clusters are defined by using Tree structure and we had a parameter q=0.8 that controls the non-uniformity of the distribution of levels.

# II. Presentation of the result

In this part we are going to present the miss classification and the miss prediction error of each methods on every dataset.

We perform **100** replicates for each model. And for each dataset we had n= {100; 300; 500; 1000} for the sample sizes.

## 1. Linear Combination Clustering

With this data set we remark clearly three group of method. In first part we have the Agnes, the Hclust and the k-mode which had the least miss classification and the miss prediction error. For agnes and HCA the prediction.error is around 5% for n=100 and it decrease when the number of observation is increased. K-mode is stable and give low errors between 0.5% and 2% for every number of observations. The K-median is in the second group of method. In this case it is a stable method and all the errors that it produced each number of observation is always around 10%. Finally the methods which are giving the must high errors upper than 30% are the DBSCAN and the CUBT.

Board 1: Miss classification and Miss Prediction error by N (%) on linear combination data

|  |  |
| --- | --- |
| N=100 | $`N=100`$M.prediction.error  Agnes HCA K\_mode DBSCAN K\_median CUBT  5.66 5.32 1.69 33.54 8.97 30.43  $`N=100`$M.classification.error  Agnes HCA K\_mode DBSCAN K\_median CUBT  1.69 0.69 1.82 33.58 9.38 27.62 |
| N=300 | **M.prediction.error**  **Agnes HCA K\_mode DBSCAN K\_median CUBT**  **0.13 0.12 0.77 33.45 9.77 33.13**  **M.classification.error**  **Agnes HCA K\_mode DBSCAN K\_median CUBT**  **1.17 0.46 0.80 33.47 9.79 30.50** |
| N=500 | **M.prediction.error**  **Agnes HCA K\_mode DBSCAN K\_median CUBT**  **0.12 0.12 1.12 33.47 9.86 32.24**  **M.classification.error**  **Agnes HCA K\_mode DBSCAN K\_median CUBT**  **1.00 0.47 1.14 33.43 10.01 30.01** |
| N=1000 | **M.prediction.error**  **Agnes HCA K\_mode DBSCAN K\_median CUBT**  **0.10 0.10 0.43 33.42 9.84 32.56**  **M.classification.error**  **Agnes HCA K\_mode DBSCAN K\_median CUBT**  **0.93 0.47 0.43 33.41 10.03 30.97** |

Also we remark that when we plot the different points of our dataset by using the different obtained clusters, it is like we can make a linear combination between the centres of each cluster.

Figure 1: different points by cluster

![C:\clust\linear combination.png](data:image/png;base64,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)

## A tree model

On this dataset we remark that all the different methods are very bad on prediction and also on also for classification. For n<1000 the DBSCAN is the worst one prediction.error= classification.error= 75%, it means that using this method and using à randomly clustering is the same. For n=1000, for the cubt method we got prediction.error= 75.98 % classification.error= 76.10%, in this case it means that it is better to use a randomly clustering method than to use cubt. All the other methods get errors around 58 % and 65 %

Board 2: Miss classification and Miss Prediction error by N (%) on tree model Data set

|  |  |
| --- | --- |
| N=100 | M.prediction.error  Agnes HCA K\_mode DBSCAN K\_median CUBT  58.86 58.42 59.62 75.00 64.08 67.09  M.classification.error  Agnes HCA K\_mode DBSCAN K\_median CUBT  63.99 63.60 59.41 75.00 63.72 67.90 |
| N=300 | **M.prediction.error**  **Agnes HCA K\_mode DBSCAN K\_median CUBT**  **60.68 60.94 63.79 75.00 66.95 72.58**  **M.classification.error**  **Agnes HCA K\_mode DBSCAN K\_median CUBT**  **67.01 66.32 63.07 75.00 66.96 72.90** |
| N=500 | **M.prediction.error**  **Agnes HCA K\_mode DBSCAN K\_median CUBT**  **61.37 61.19 64.11 75.00 67.11 73.82 M.classification.error**  **Agnes HCA K\_mode DBSCAN K\_median CUBT**  **67.67 67.17 63.53 75.00 67.29 73.98** |
| N=1000 | **M.prediction.error**  **Agnes HCA K\_mode DBSCAN K\_median CUBT**  **61.60 61.46 64.44 75.00 67.96 75.98**  **M.classification.error**  **Agnes HCA K\_mode DBSCAN K\_median CUBT**   * 1. **67.77 64.34 75.00 68.09 76.10** |

## Another tree model

On this tree dataset the errors are lower than on the last one but still high. It seems like the introduction of the non-uniformity make that the different methods become better. It appear also that globally all the different methods are better on prediction than on classification. The DBSCAN still the worst one prediction.error= classification.error= 75%, it means that using this method and using à randomly clustering method is the same. The prediction of Agnes and HCA become better with the number of observations.

Board 3: Miss classification and Miss Prediction error by N (%) on other tree model Data set

|  |  |
| --- | --- |
| N=100 | M.prediction.error  Agnes HCA K\_mode DBSCAN K\_median CUBT  41.43 41.30 42.14 75.00 51.94 55.74  M.classification.error  Agnes HCA K\_mode DBSCAN K\_median CUBT  59.22 56.54 42.34 75.00 51.30 56.35 |
| N=300 | M.prediction.error  Agnes HCA K\_mode DBSCAN K\_median CUBT  40.93 41.28 42.33 75.00 53.75 63.45  M.classification.error  Agnes HCA K\_mode DBSCAN K\_median CUBT  62.67 60.80 41.50 75.00 53.17 63.77 |
| N=500 | M.prediction.error  Agnes HCA K\_mode DBSCAN K\_median CUBT  41.13 40.20 42.51 75.00 53.23 65.92  M.classification.error  Agnes HCA K\_mode DBSCAN K\_median CUBT  63.86 62.74 42.74 75.00 53.21 66.28 |
| N=1000 | M.prediction.error  Agnes HCA K\_mode DBSCAN K\_median CUBT  40.28 40.81 42.58 75.00 54.46 68.36  M.classification.error  Agnes HCA K\_mode DBSCAN K\_median CUBT  64.08 63.32 42.91 75.00 54.45 68.83 |

# Conclusion

At the end of this work we achieved to apply six different clustering methods (Agnes, HCA, K\_mode, DBSCAN, K\_median and CUBT) on tree different datasets.

It globally appear that **Agnes, HCA** and **K\_mode** are the ones which gives the best results follow by **K-median**, then we have **cubt** and at the last position **DBSCAN**. We also remark that all this methods was very bad when we used them on tree model dataset.

And before ending this report, we just want to say that the bad performances of DBSCAN and CUBT can also be due to a bad setting of parameter that we might did.

# Annexe

|  |
| --- |
| #### UNSUPERVISED LEARNING  ### Commented installation of packeges  # install.packages("clue")  # install.packages("klaR")  # install.packages("flexclust")  # install.packages("fpc")  # install.packages("RWeka")  # install.packages("divclust")  # install.packages("partitions")  # require(cubt)  library**(**clue**)**  library**(**cluster**)**  library**(**e1071**)**  library**(**flexclust**)**  library**(**klaR**)**  library**(**fpc**)** ### function dbscan  library**(**RWeka**)** ## function cobweb  library**(**cubt**)**  ## First creation of the simulated data set  # simulation of the different cluster  LC**<-function(**n**=**300,q**=**0.8,var**=**9**){**  c1**=**sapply**(**1**:**var, **function(**x**)** sample**(**1**:**5,n**/**3,T,c**(**q,rep**((**1**-**q**)/**4,4**))))**  c2**=**sapply**(**1**:**var, **function(**x**)** sample**(**1**:**5,n**/**3,T,c**(**rep**((**1**-**q**)/**4,2**)**,q,rep**((**1**-**q**)/**4,2**))))**  c3**=**sapply**(**1**:**var, **function(**x**)** sample**(**1**:**5,n**/**3,T,c**(**rep**((**1**-**q**)/**4,4**)**,q**)))**  data1**=**rbind**(**c1,c2,c3**)**  y**<-**c**(**rep**(**1,n**/**3**)**,rep**(**2,n**/**3**)**,rep**(**3,n**/**3**))**  mod1**<-**list**(**Model**=**as.data.frame**(**data1**)**,cluster**=**y**)**  return**(**mod1**)**  **}**  ### second data set  Model3**<-function(**n**=**400**){**  C1**=** cbind**(**sample**(**c**(**1,3,5**)**,n**/**4,T**)**,sample**(**c**(**1,3,5**)**,n**/**4,T**)**,sample**(**1**:**6,n**/**4,T**))**  C2**=** cbind**(**sample**(**c**(**1,3,5**)**,n**/**4,T**)**,sample**(**c**(**2,4,5**)**,n**/**4,T**)**,sample**(**1**:**6,n**/**4,T**))**  C3**=** cbind**(**sample**(**c**(**2,4,6**)**,n**/**4,T**)**,sample**(**1**:**6,n**/**4,T**)**,sample**(**c**(**1,3,5**)**,n**/**4,T**))**  C4**=** cbind**(**sample**(**c**(**2,4,6**)**,n**/**4,T**)**,sample**(**1**:**6,n**/**4,T**)**,sample**(**c**(**2,4,6**)**,n**/**4,T**))**  data3**=**rbind**(**C1,C2,C3,C4**)**  y**<-**c**(**rep**(**1,n**/**4**)**,rep**(**2,n**/**4**)**,rep**(**3,n**/**4**)**,rep**(**4,n**/**4**))**  mod3**<-**list**(**Model**=**as.data.frame**(**data3**)**,cluster**=**y**)**  return**(**mod3**)**  **}**  ### Third DATASET  Model4**<-function(**n**=**400,q**=**0.8**){**  C1**=** cbind**(**sample**(**c**(**1,3**)**,n**/**4,T,prob**=**c**(**q,1**-**q**))**,sample**(**c**(**1,3**)**,n**/**4,T,prob**=**c**(**q,1**-**q**))**,sample**(**1**:**4,n**/**4,T**))**  C2**=** cbind**(**sample**(**c**(**1,3**)**,n**/**4,T,prob**=**c**(**q,1**-**q**))**,sample**(**c**(**2,4**)**,n**/**4,T,prob**=**c**(**q,1**-**q**))**,sample**(**1**:**4,n**/**4,T**))**  C3**=** cbind**(**sample**(**c**(**2,4**)**,n**/**4,T,c**(**q,1**-**q**))**,sample**(**1**:**4,n**/**4,T**)**,sample**(**c**(**1,3**)**,n**/**4,T,prob**=**c**(**q,1**-**q**)))**  C4**=** cbind**(**sample**(**c**(**2,4**)**,n**/**4,T,c**(**q,1**-**q**))**,sample**(**1**:**4,n**/**4,T**)**,sample**(**c**(**2,4**)**,n**/**4,T,prob**=**c**(**q,1**-**q**)))**  data4**=**rbind**(**C1,C2,C3,C4**)**  y**<-**c**(**rep**(**1,n**/**4**)**,rep**(**2,n**/**4**)**,rep**(**3,n**/**4**)**,rep**(**4,n**/**4**))**  mod4**<-**list**(**Model**=**as.data.frame**(**data4**)**,cluster**=**y**)**  return**(**mod4**)**  **}**  ### computation of the centroids of each cluster for the methods when he doesn't exist  centroids**=function(**k**=**3,training.data,result.cluster**){**  centroids**<-**matrix**(NA**,nrow**=**k,ncol**=**length**(**names**(**training.data**)))**  **for** **(**j **in** 1**:**k**){**  **for** **(**i **in** 1**:**length**(**names**(**training.data**)** **)){**  centroids**[**j,i**]<-**which.max**(**table**(**training.data**[**,i**][**result.cluster**==**j**]))**  **}**  **}**  return**(**centroids**)**  **}**  #### Computation of the prediction  prediction**=function(**centroids,datatopredict**){**  predicty**<-**rep**(NA**,length**(**datatopredict**[**,1**]))**  err**<-**rep**(NA**,length**(**centroids**[**,1**]))**    **for(**j **in** 1**:**length**(**datatopredict**[**,1**])){**  **for** **(**i **in** 1**:**length**(**centroids**[**,1**])){**  err**[**i**]<-**sum**(**datatopredict**[**j,**]!=**centroids**[**i,**])**  **}**  predicty**[**j**]<-**which.min**(**err**)**  **}**  return**(**predicty**)**  **}**  ###################### Give by Badih Ghattas ##########################  error **=** **function(**pred**=**prev,obs**=**dd**[**,1**]**,print**=**F**)**  **{**  # computes a prediction error  # uses index defined in our paper  # proportion of observations not being together within the  # bigger clusters  **if(**length**(**obs**)** **!=** length**(**pred**))** stop**(**"obs and pred different length"**)**  n **=** length**(**obs**)**  nbcl **=** length**(**unique**(**obs**))**  nbclusters **=** length**(**unique**(**pred**))**  tab **=** table**(**obs,pred**)**  **if(**nbcl **<=** nbclusters**)** **{**  y **=** solve\_LSAP**(**tab,maximum**=**T**)**  #print(y)  tr **=** sum**(**tab**[**cbind**(**seq\_along**(**y**)**, y**)])**  **if(**print**)** print**(**tab**)**  res **=** 1 **-** **(**tr **/** n**)**  **}** **else** **{**  **if(**nbclusters **==** 1**)** **{**  res **=** 1 **-** **(**max**(**tab**)/**n**)**  **}else** **{**  zz**=** combn**(**nbcl,nbclusters**)**  nn **=** ncol**(**zz**)**  res **=** rep**(NA**,nn**)**  **for(**j **in** 1**:**nn**)** **{**  tabp **=** tab**[**zz**[**,j**]**,**]**  y **=** solve\_LSAP**(**tabp,maximum**=**T**)**  tr **=** sum**(**tabp**[**cbind**(**seq\_along**(**y**)**, y**)])**  **if(**print**)** print**(**tabp**)**  res**[**j**]** **=** 1 **-** **(**tr **/** n**)**  **}**  res **=** min**(**res**)**  **}**  **}**  c**(**res,nbclusters**)**  **}**  ################################################################################################################  ################################################################################################################  bootstr**<-function(**nboot**=**20,method,numobs**){**  errmatt**<-**matrix**(NA**,nrow**=**nboot,ncol**=**6**)**  errmattclasse**<-**matrix**(NA**,nrow**=**nboot,ncol**=**6**)**  **for(**bs **in** 1**:**nboot**){**    **if** **(**method**==**1**){**  ####### generating of working datasets  training**<-**LC**(**n**=**numobs,q**=**0.8,var**=**9**)**  test**<-**LC**(**n**=**numobs,q**=**0.8,var**=**9**)**  training.data**<-**training**$**Model  test.data**<-**test**$**Model  clusY**<-**training**$**cluster  observedY**<-**test**$**cluster  k**<-**3  **}** **else** **if** **(**method**==**2**){**  ####### generating of working datasets  training**<-**Model3**(**n**=**numobs**)**  test**<-**Model3**(**n**=**numobs**)**  training.data**<-**training**$**Model  test.data**<-**test**$**Model  clusY**<-**training**$**cluster  observedY**<-**test**$**cluster  k**<-**4  **}else** **if** **(**method**==**3**){**  ####### generating of working datasets  training**<-**Model4**(**n**=**numobs,q**=**0.8**)**  test**<-**Model4**(**n**=**numobs,q**=**0.8**)**  training.data**<-**training**$**Model  test.data**<-**test**$**Model  clusY**<-**training**$**cluster  observedY**<-**test**$**cluster  k**<-**4  **}**  ############################################################  ## With the function Agnes present in the package cluster ##  ############################################################  result.agnes**=**agnes**(**training.data,method**=**"ward"**)**  #plot(result.agnes)  cluster.agnes**=**cutree**(**result.agnes,h**=**25,k**=**k**)**    ## finding the center of this methods  center**<-**centroids**(**k,training.data**=**training.data,result.cluster**=**cluster.agnes**)**  ## Predicting the clusters' of each data set  predict.y**<-**prediction**(**center,test.data**)**  Agnes**=**error**(**pred **=** predict.y, obs **=** observedY,print **=** F **)[**1**]**  Agnes\_MCE**<-**error**(**pred **=** cluster.agnes, obs **=** clusY,print **=** F **)[**1**]**      #########################################################  # With functions available from basic installation of R #  #########################################################  ## by using hclust function ward method  distance**=**dist**(**training.data, "manhattan"**)**  obs**=**row.names**(**training.data**)**  result.hclust**=**hclust**(**distance,method**=**"ward.D"**)**    #plot(result.hclust,labels=obs,ylab="Distance",main="Dendrogram")    # To obtain a certain level clustering  cluster.hclust**<-**cutree**(**result.hclust,k**=**k**)**    center.ward**<-**centroids**(**k,training.data,cluster.hclust**)**  predict.y**<-**prediction**(**centroids **=** center.ward,datatopredict**=**test.data**)**    HCA**<-**error**(**predict.y,observedY**)[**1**]**  HCA\_MCE**<-**error**(**pred **=** cluster.hclust, obs **=** clusY,print **=** F **)[**1**]**  #########################################################  # With the Kmode present in the package klar #  #########################################################  result.kmodes**<-**kmodes**(**training.data,k,iter.max **=** 10**)**  obs**=**row.names**(**training.data**)**    # plot(jitter(as.matrix(training.data)), col=result.kmodes$cluster)  # points(result.kmodes$modes, col = 1:5, pch = 8)  # plot(training.data,col=(result.kmodes$cluster+1),pch=20,cex=2)  centers**<-**result.kmodes**$**modes    predict.y**<-**prediction**(**centroids **=** centers,datatopredict **=** test.data**)**    K\_mode**<-**error**(**predict.y,observedY**)[**1**]**  Kmode\_MCE**<-**error**(**pred **=** result.kmodes**$**cluster, obs **=** clusY,print **=** F **)[**1**]**    #########################################################  # With the DSCAN present in the package fpc #  #########################################################  result.dbscan**<-**dbscan**(**training.data, eps**=**3.5, method **=** "raw", MinPts **=** 0.8**\*(**numobs**/**k**))**    predict.y**<-**predict**(**result.dbscan,training.data,test.data**)**    DBSCAN**<-**error**(**predict.y,observedY**)[**1**]**  DBSCAN\_MCE**<-**error**(**pred **=** result.dbscan**$**cluster, obs **=** clusY,print **=** F **)[**1**]**    #plot(jitter(training.data), col=result.dbscan$cluster)  #print.dbscan(result.dbscan,training.data)    #########################################################  # With the KCCA function present in the package flexclust#  #########################################################    result.median**<-**kcca**(**training.data,k **=** k,family **=** kccaFamily**(**"kmedians"**))**  kmed.cluster**<-**slot**(**result.median,"cluster"**)**  predict.y**<-**predict**(**result.median,newdata**=**test.data**)**    K\_median**<-**error**(**predict.y,observedY**)[**1**]**  Kmedian\_MCE**<-**error**(**pred **=** kmed.cluster, obs **=** clusY,print **=** F **)[**1**]**  #########################################################  # With the CUBT function present in the package CUBT #  #########################################################    result.cubt**<-**cubt**(**as.matrix**(**training.data**)**, critopt **=** "entropy",minsplit **=** 0.8**\*(**numobs**/**k**)**,  minsize **=** log**(**numobs**)**,mindev**=**0.001**)**  #vv<-prune.cubt(result.cubt,training.data)  #join.cubt(vv,training.data,nclass = 3)  #plot(result.cubt,type="u")  #text(result.cubt)  cubt.cluster**<-**where**(**result.cubt**)**  predict.y**<-**where**(**predict**(**result.cubt,test.data**))**  cubt**<-**error**(**predict.y,observedY**)[**1**]**  cubt\_MCE**<-**error**(**pred **=** cubt.cluster, obs **=** clusY,print **=** F **)[**1**]**      #### Putting the different result in a matrix  errmatt**[**bs,**]<-**c**(**Agnes,HCA,K\_mode,DBSCAN,K\_median,cubt**)**  errmattclasse**[**bs,**]<-**c**(**Agnes\_MCE,HCA\_MCE,Kmode\_MCE,DBSCAN\_MCE,Kmedian\_MCE,cubt\_MCE**)**  **}**  MPE**<-**round**(**colMeans**(**errmatt**)\***100,2**)**  names**(**MPE**)<-**c**(**"Agnes","HCA","K\_mode","DBSCAN","K\_median","CUBT"**)**  MCE**<-**round**(**colMeans**(**errmattclasse**)\***100,2**)**  names**(**MCE**)<-**c**(**"Agnes","HCA","K\_mode","DBSCAN","K\_median","CUBT"**)**  Error2**<-**list**(**M.prediction.error**=**MPE,M.classification.error**=**MCE**)**  return**(**Error2**)**  **}**  n300M1**<-**bootstr**(**nboot **=** 100,method **=** 1,numobs **=** 300**)**  n300M2**<-**bootstr**(**nboot **=** 100,method **=** 2,numobs **=** 300**)**  n300M3**<-**bootstr**(**nboot **=** 100,method **=** 3,numobs **=** 300**)**  n500M1**<-**bootstr**(**nboot **=** 100,method **=** 1,numobs **=** 500**)**  n500M2**<-**bootstr**(**nboot **=** 100,method **=** 2,numobs **=** 500**)**  n500M3**<-**bootstr**(**nboot **=** 100,method **=** 3,numobs **=** 500**)**  n100M1**<-**bootstr**(**nboot **=** 100,method **=** 1,numobs **=** 100**)**  n100M2**<-**bootstr**(**nboot **=** 100,method **=** 2,numobs **=** 100**)**  n100M3**<-**bootstr**(**nboot **=** 100,method **=** 3,numobs **=** 100**)**  n1000M1**<-**bootstr**(**nboot **=** 100,method **=** 1,numobs **=** 1000**)**  n1000M2**<-**bootstr**(**nboot **=** 100,method **=** 2,numobs **=** 1000**)**  n1000M3**<-**bootstr**(**nboot **=** 100,method **=** 3,numobs **=** 1000**)**  Result1**<-**list**(**"N=100"**=**n100M1,"N=300"**=**n300M1,"N=500"**=**n500M1,"N=1000"**=**n1000M1**)**  Result2**<-**list**(**"N=100"**=**n100M2,"N=300"**=**n300M2,"N=500"**=**n500M2,"N=1000"**=**n1000M2**)**  Result3**<-**list**(**"N=100"**=**n100M3,"N=300"**=**n300M3,"N=500"**=**n500M3,"N=1000"**=**n1000M3**)** |
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